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Css	grid	template	areas	empty.	Css	grid	template	areas	repeat.	Tailwind	css	grid	template	areas.	Grid	template	areas	css	tricks.	Css	grid-template-areas	invalid	property	value.	Css	grid	template	areas	not	working.	Css	grid	template	areas	responsive.	Css	grid	template	areas	dynamic	rows.

In	our	previous	example,	we	learned	how	to	create	a	basic	layout	by	positioning	items	with	grid	lines.	Another	method	for	positioning	items	is	to	use	named	grid	areas	with	the	grid-template-areas	and	grid-area	properties.	The	best	way	to	explain	this	is	with	an	example.	Let's	recreate	the	grid	from	our	previous	example	with	the	grid-template-areas
property:	.container	{	display:	grid;	width:	100%;	height:	600px;	grid-template-columns:	200px	1fr	1fr;	grid-template-rows:	80px	1fr	1fr	100px;	grid-gap:	1rem;	grid-template-areas:	"header	header	header"	"sidebar	content-1	content-1"	"sidebar	content-2	content-3"	"footer	footer	footer";	}	Here	we	have	defined	three	columns	and	four	rows.	Instead	of
placing	each	individual	item,	we	can	define	the	entire	layout	using	the	grid-template-areas	property.	We	can	then	assign	those	areas	to	each	grid	item	using	the	grid-area	property.Our	HTML:	header	sidebar	Content-1	Content-2	Content-3	footer	The	rest	of	our	CSS:	.header	{	grid-area:	header;	}	.sidebar	{	grid-area:	sidebar;	}	.content-1	{	grid-area:
content-1;	}	.content-2	{	grid-area:	content-2;	}	.content-3	{	grid-area:	content-3;	}	.footer	{	grid-area:	footer;	}	Here	is	the	result:Content-1Content-2Content-3View	on	CodepenPage	2Hopefully,	this	short	tutorial	series	has	provided	you	with	the	knowledge	you	need	to	start	experimenting	and	building	with	CSS	Grid	Layout.	CSS	Grid	Layout	is
powerful,	and	we	only	scratched	the	surface	of	what	is	possible.If	you	are	ready	to	dive	deeper	and	learn	more,	here	are	a	ton	of	great	resources	to	explore.Jen	SimmonsJen	Simmons	is	a	Designer	Advocate	at	Mozilla.	She	is	also	a	developer,	writer,	and	speaker	and	is	a	member	of	the	CSS	Working	Group.Rachel	AndrewRachel	Andrew	is	a	developer,
speaker,	and	author.	She	is	a	member	of	the	CSS	Working	Group	and	develops	resources	for	learning	about	CSS	Grid	Layout.MDNMDN	has	comprehensive	tutorials	and	documentation	for	every	feature	of	CSS	Grid	LayoutPage	3Inspect	the	above	grid	and	change	the	grid-template-columns	property	on	the	grid	container	to	the	following:	grid-
template-columns:	10px	repeat(2,	1fr);	What	happened?	As	you	can	see,	you	can	not	only	use	the	repeat()	notation	for	just	part	of	the	track	listing,	but	you	can	also	mix	units	(in	this	case,	px	and	fr).We	will	learn	more	about	mixing	units	in	the	next	section.Page	4Inspect	the	grid	above,	and	change	the	grid-template-columns	property	to	the	following:
grid-template-columns:	100px	30%	2fr	1fr;	Do	you	see	what	happened?	Instead	of	3	columns,	you	now	have	a	3rd	column	that	is	2fr	and	occupies	2/3	of	the	remaining	space,	and	a	4th	column	that	is	1fr	and	occupies	the	final	1/3	of	the	remaining	space.	Continue	to	play	around	in	Firefox	DevTools	and	try	different	units	and	combinations.When	you	are
ready,	continue	on	to	learn	about	how	to	position	items	on	the	grid.Page	5In	a	previous	example,	we	learned	how	to	place	an	item	on	the	grid	by	providing	the	grid-column	and	grid-row	properties	with	specific	grid	lines.	We	can	also	name	some	or	all	of	those	grid	lines	when	defining	a	grid.	This	allows	us	to	use	those	names	instead	of	grid	lines.	To
name	a	grid	line,	simply	add	the	name	in	square	brackets:To	name	a	grid	line,	we	simply	provide	the	name	in	square	brackets:	.container	{	display:	grid;	width:	100%;	height:	600px;	grid-gap:	1rem;	grid-template-columns:	[main-start	sidebar-start]	200px	[sidebar-end	content-start]	1fr	[column3-start]	1fr	[content-end	main-end];	grid-template-rows:
[row1-start]	80px	[row2-start]	1fr	[row3-start]	1fr	[row4-start]	100px	[row4-end];	}	Now	that	we	have	line	names,	we	can	use	those	names	when	placing	items.	Let's	recreate	our	basic	layout	using	named	lines,	instead	of	line	numbers:	.header	{	grid-column:	main-start	/	main-end;	grid-row:	row1-start	/	row2-start;	}	.sidebar	{	grid-column:	sidebar-
start	/	sidebar-end;	grid-row:	row2-start	/	row4-start;	}	.content-1	{	grid-column:	content-start	/	content-end;	grid-row:	row2-start	/	row3-start;	}	.content-2	{	grid-column:	content-start	/	column3-start;	grid-row:	row3-start	/	row4-start;	}	.content-3	{	grid-column:	column3-start	/	content-end;	grid-row:	row3-start	/	row4-start;	}	.footer	{	grid-column:
main-start	/	main-end;	grid-row:	row4-start	/	row4-end;	}	Here	is	our	HTML:	header	sidebar	Content-1	Content-2	Content-3	footer	Here	is	the	result:Content-1Content-2Content-3View	on	CodepenPage	6Now	that	we	have	learned	how	to	create	a	grid	and	position	items	on	that	grid,	let's	create	a	basic	layout.	We	won't	be	introducing	any	new	concepts
here.	We'll	simply	be	using	thegrid-row	and	grid-column	shorthand	properties	to	manually	place	items	such	as	a	header,	footer,	and	so	on.Here	is	the	HTML:	header	sidebar	Content-1	Content-2	Content-3	footer	Here	is	the	CSS:	.container	{	display:	grid;	width:	750px;	height:	600px;	grid-template-columns:	200px	1fr	1fr;	grid-template-rows:	80px	1fr
1fr	100px;	grid-gap:	1rem;	}	.header	{	grid-row:	1	/	2;	grid-column:	1	/	4;	}	.sidebar	{	grid-row:	2	/	4;	grid-column:	1	/	2;	}	.content-1	{	grid-row:	2	/	3;	grid-column:	2	/	4;	}	.content-2	{	grid-row:	3	/	4;	grid-column:	2	/	3;	}	.content-3	{	grid-row:	3	/	4;	grid-column:	3	/	4;	}	.footer	{	grid-row:	4	/	5;	grid-column:	1	/	4;	}	Here	is	the	result:Content-1Content-
2Content-3View	on	CodepenPage	7Now	that	we	are	comfortable	creating	a	grid	and	defining	the	row	and	column	sizes,	we	can	move	on	to	placing	items	on	this	grid.	There	are	several	ways	to	place	items,	but	we	will	start	with	a	basic	example.	Consider	a	simple	3x2	grid:Each	item	within	this	grid	will	be	placed	automatically	in	the	default	order.If	we
wish	to	have	greater	control,	we	can	position	items	on	the	grid	using	grid	line	numbers.	Grid	lines	are	numbered	left	to	right	and	top	to	bottom	(if	you	are	working	in	a	right-to-left	language,	then	grid	lines	are	numbered	right	to	left).	The	above	example	would	be	numbered	like	so:Position	an	itemHere	is	the	HTML	we	will	be	using	for	this	example:	1
2	3	4	5	6	Say	we	want	to	position	our	first	grid	item	(with	a	class	of	item1)	to	be	in	the	second	row	and	occupy	the	second	column.	This	item	will	need	to	start	at	the	second	row	line,	and	span	to	the	third	row	line.	It	will	also	need	to	start	at	the	second	column	line	and	span	to	the	third	column	line.	We	could	write	our	CSS	like	so:	.item1	{	grid-row-
start:	2;	grid-row-end:	3;	grid-column-start:	2;	grid-column-end:	3;	}	Shorthand	propertyWe	can	also	rewrite	this	with	shorthand	properties:	.item1	{	grid-row:	2	/	3;	grid-column:	2	/	3;	}	Here	is	the	result:View	on	CodepenPage	8Amazing	right?	Inspect	the	grid	above	with	your	browser's	developer	tools.	Try	changing	the	column	width,	or	the	row
height.	Swap	out	the	grid-gap	property	with	thegrid-column-gap	and	grid-row-gap	properties	and	play	around	with	different	widths	and	heights.Having	a	good	set	of	developer	tools	when	working	with	CSS	Grid	Layout	is	essential.	Firefox	has	some	fantastic	features	that	are	specifically	built	to	help	you	create	and	design	grids.	Intrigued?	Download
Firefox	Developer	Edition	to	get	the	browser	with	the	best	CSS	Grid	Layout	tools.Click	to	the	next	section	to	learn	about	Firefox's	new	CSS	Grid	Layout	panel.Page	9Launch	Video	PlayerDesigners	and	developers	are	rapidly	falling	in	love	with	CSS	Grid	Layout.	That’s	why	Mozilla	has	been	working	hard	on	the	Firefox	Developer	Tools	Layout	panel,
adding	powerful	upgrades	to	the	CSS	Grid	Inspector	and	Box	Model.CSS	Grid	OverlayThe	new	CSS	Layout	panel	lists	all	the	available	CSS	Grid	containers	on	the	page	and	includes	an	overlay	to	help	you	visualize	the	grid	itself.	You	can	customize	the	information	displayed	on	the	overlay,	including	grid	line	numbers	and	dimensions.Interactive
gridThere	is	a	new	interactive	grid	outline	in	the	sidebar.	Mouse	over	the	outline	to	highlight	parts	of	the	grid	on	the	pages	and	display	size,	area,	and	position	information.Display	grid	areaThe	new	“Display	grid	areas”	setting	shows	the	bounding	areas	and	the	associated	area	name	in	every	cell.	We'll	learn	more	about	how	to	set	a	grid	area	name	in	a
bit.Visualize	transformationsThe	Grid	Inspector	is	capable	of	visualizing	transformations	applied	to	the	grid	container.	This	lets	you	accurately	see	where	the	grid	lines	are	on	the	page	for	any	grids	that	are	translated,	skewed,	rotated,	or	scaled.These	features	and	improvements	are	currently	available	in	Firefox	Nightly	and	Firefox	Developer	edition.
It	is	recommended	that	you	download	and	install	one	of	these	browsers	before	continuing.	These	features	are	only	available	in	Firefox	and	will	help	you	as	you	learn	about	the	ins	and	outs	of	CSS	Grid	Layout.Download	Firefox	Developer	Edition	Quick	summary	↬	In	a	new	series,	Rachel	Andrew	breaks	down	the	CSS	Grid	Layout	specification.	This
time,	we	take	a	look	at	how	to	use	grid-template-areas	to	place	items.When	using	CSS	Grid	Layout,	you	can	always	place	items	from	one	grid	line	to	another.	However,	there	is	an	alternate	way	of	describing	your	layout,	one	that	is	visual	in	nature.	In	this	article,	we	will	learn	how	to	use	the	grid-template-areas	property	to	define	placement	on	the	grid
and	find	out	how	the	property	really	works.In	case	you	missed	the	previous	articles	in	this	series,	you	can	find	them	over	here:Describing	Layout	With	grid-template-areasThe	grid-template-areas	property	accepts	one	or	more	strings	as	a	value.	Each	string	(enclosed	in	quotes)	represents	a	row	of	your	grid.	You	can	use	the	property	on	a	grid	that	you
have	defined	using	grid-template-rows	and	grid-template-columns,	or	you	can	create	your	layout	in	which	case	all	rows	will	be	auto-sized.The	following	property	and	value	describe	a	grid	with	four	areas	—	each	spanning	two	column	tracks	and	two	row	tracks.	An	area	is	caused	to	span	multiple	tracks	by	repeating	the	name	in	all	of	the	cells	that	you
would	like	it	to	cover:grid-template-areas:	"one	one	two	two"	"one	one	two	two"	"three	three	four	four"	"three	three	four	four";	Items	are	placed	into	the	layout	by	being	named	with	an	ident	using	the	grid-area	property.	Therefore,	if	I	want	to	place	an	element	with	a	class	of	test	into	the	area	of	the	grid	named	one,	I	use	the	following	CSS:.test	{	grid-
area:	one;	}	You	can	see	this	in	action	in	the	CodePen	example	shown	below.	I	have	four	items	(with	classes	one	to	four);	these	are	assigned	to	the	relevant	grid	area	using	the	grid-area	property	and	therefore	display	on	the	grid	in	the	correct	boxes.See	the	Pen	Simple	grid-template-areas	example	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.See
the	Pen	Simple	grid-template-areas	example	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.If	you	use	the	Firefox	Grid	Inspector,	then	you	can	see	the	area	names	and	the	grid	lines	demonstrating	that	each	item	does	indeed	span	two	row	and	two	column	tracks	—	all	without	doing	any	line-based	positioning	on	the	item	itself.Each	items	spans	two
rows	and	two	columnsRules	For	Using	grid-template-areasThere	are	a	few	rules	when	creating	a	layout	in	this	way.	Breaking	the	rules	will	make	the	value	invalid	and	therefore	your	layout	will	not	happen.	The	first	rule	is	that	you	must	describe	a	complete	grid,	i.e.	every	cell	on	your	grid	must	be	filled.If	you	do	want	to	leave	a	cell	(or	cells)	as	empty
space,	you	do	this	by	inserting	a	.	or	series	such	as	...	with	no	space	between	them.Therefore,	if	I	change	the	value	of	grid-template-areas	as	follows:grid-template-areas:	"one	one	two	two"	"one	one	two	two"	".	.	four	four"	"three	three	four	four";	I	now	have	two	cells	with	no	content	in	them.	Item	three	only	displays	in	the	last	row	of	the	grid.There	is
now	whitespace	in	the	gridYou	can	only	define	each	area	once,	meaning	that	you	can’t	use	this	property	to	copy	content	into	two	places	on	the	grid!	So	the	following	value	would	be	invalid	and	cause	the	entire	property	to	be	ignored	as	we	have	duplicated	the	area	three:grid-template-areas:	"one	one	three	three"	"one	one	two	two"	"three	three	four
four"	"three	three	four	four";	You	can’t	create	a	non-rectangular	area,	so	the	property	can’t	be	used	to	create	an	‘L’	or	‘T’	shaped	area	—	making	the	following	value	also	invalid:grid-template-areas:	"one	one	two	two"	"one	one	one	one"	"three	three	four	four"	"three	three	four	four";	Formatting	The	StringsI	like	to	display	the	value	of	grid-template-
areas	as	I	have	above	(with	each	string	representing	a	row	below	the	row	before).	This	gives	me	a	visual	representation	of	what	the	layout	will	be.To	help	with	this,	it	is	valuable	to	add	additional	whitespace	characters	between	each	cell,	and	also	to	use	multiple	.	characters	denoting	empty	cells.In	the	value	below,	I	have	used	multiple	whitespace
characters	between	smaller	words,	and	also	multiple	.	characters	so	the	empty	cells	line	up:grid-template-areas:	"one	one	two	two"	"one	one	two	two"	".....	.....	four	four"	"three	three	four	four";	That	said,	it	is	also	completely	valid	to	have	all	of	the	strings	on	one	line,	so	we	could	write	our	example	as	follows:grid-template-areas:	"one	one	two	two"	"one
one	two	two"	"three	three	four	four"	"three	three	four	four";	More	after	jump!	Continue	reading	below	↓The	reason	that	each	area	needs	to	be	a	complete	rectangle	is	that	it	needs	to	be	the	same	shape	that	you	could	create	by	using	line-based	placement.	If	we	stick	with	our	example	above,	we	could	make	this	layout	with	grid	lines	as	in	the	next
CodePen.	Here	I	have	created	my	grid	as	before.	This	time,	however,	I	used	grid	lines	to	create	the	positioning	using	the	longhand	grid-column-start,	grid-column-end,	grid-row-start	and	grid-row-end	properties.See	the	Pen	Grid	Line	placement	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.See	the	Pen	Grid	Line	placement	by	Rachel	Andrew
(@rachelandrew)	on	CodePen.Note:	If	you	read	my	previous	article	“Understanding	CSS	Grid:	Grid	Lines”	you	will	know	that	it	is	possible	to	use	grid-area	as	a	shorthand	for	declaring	all	four	lines	at	once.This	means	that	we	could	also	create	our	layout	with	the	following	order	of	lines:grid-row-startgrid-column-startgrid-row-endgrid-column-end.one
{	grid-area:	1	/	1	/	3	/	3;	}	.two	{	grid-area:	1	/	3	/	3	/	5;	}	.three	{	grid-area:	3	/	1	/	5	/	3;	}	.four	{	grid-area:	3	/	3	/	5	/	5;	}	The	grid-area	property	is	interesting	as	it	can	take	line	numbers	and	line	names.	It	is	also	important	to	understand	the	different	way	it	behaves	when	in	each	mode.Using	grid-area	With	Line	NumbersIf	you	use	the	grid-area
property	with	line	numbers,	then	the	lines	are	assigned	in	the	order	described	above.If	you	miss	off	any	values	—	therefore	providing	1,	2	or	3	line	numbers	—	missing	values	are	set	to	auto	which	means	that	the	area	will	span	1	track	(that	being	the	default).	So	the	following	CSS	would	place	an	item	grid-row-start:	3	with	all	other	values	set	to	auto,
therefore,	the	item	would	be	auto-placed	in	the	first	available	column	track,	and	span	one	row	track	and	one	column	track.grid-area:	3;	Using	grid-area	With	IdentsIf	you	use	an	ident	(which	is	what	a	named	area	is	called	in	Grid	Layout),	then	the	grid-area	property	also	takes	four	lines.	If	you	have	named	lines	on	your	grid	as	described	in
“Understanding	CSS	Grid:	Creating	A	Grid	Container”,	then	you	can	use	these	named	lines	in	the	same	way	as	numbered	lines.However,	what	happens	when	you	miss	off	some	lines	is	different	to	when	you	use	idents	and	not	numbers.Below,	I	have	created	a	grid	with	named	lines	and	used	grid-area	to	place	an	item	(missing	off	the	final	value):.grid	{
display:	grid;	grid-template-columns:	[one-start	three-start]	1fr	1fr	[one-end	three-end	two-start	four-start]	1fr	1fr	[two-end	four-end];	grid-template-rows:	[one-start	two-start]	100px	100px	[one-end	two-end	three-start	four-start]	100px	100px	[three-end	four-end];;	}	.two	{	grid-area:	two-start	/	two-start	/	two-end;	}	This	means	that	we	are	missing	the
line	name	for	grid-column-end.	The	spec	says	that	in	this	situation,	grid-column-end	should	use	a	copy	of	grid-column-start.	If	grid-column-end	and	grid-column-start	are	identical,	then	the	end	line	is	thrown	away,	and	essentially	the	value	is	set	to	auto	so	we	span	one	track	as	in	the	numbered	version.The	same	thing	happens	if	we	miss	off	the	third
value	grid-row-end;	it	becomes	the	same	as	grid-row-start	and	therefore	becomes	auto.Take	a	look	at	the	next	CodePen	example	of	how	each	grid-area	is	used	and	how	this	then	changes	the	layout	of	the	item:See	the	Pen	Missing	idents	in	grid-area	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.See	the	Pen	Missing	idents	in	grid-area	by	Rachel
Andrew	(@rachelandrew)	on	CodePen.This	then	explains	why	grid-area	works	with	a	single	value	ident	representing	an	area	name.When	we	create	a	named	area	with	the	grid-template-areas	property,	the	edge	of	each	area	can	be	referenced	by	a	line	name	which	is	the	same	as	the	area	name	you	used.	In	our	case,	we	could	take	our	area	named	one
and	place	our	item	using	named	lines	as	follows:.one	{	grid-row-start:	one;	grid-row-end:	one;	grid-column-start:	one;	grid-row-end:	one;	}	If	the	line	is	a	-start	line,	then	one	resolves	to	the	start	end	of	the	column	or	row.	If	it	is	an	-end	line,	then	one	resolves	to	the	end	line	of	the	column	or	row.This	means	that	when	we	say	grid-area:	one,	we	have
omitted	the	last	three	values	for	the	grid-area	shorthand;	they	all	end	up	being	copies	of	the	first	value	—	all	in	our	case	become	one	and	the	item	is	placed	just	as	with	our	longhand	usage.The	way	that	naming	works	in	Grid	Layout	is	clever	and	enables	some	interesting	things,	which	I	have	written	about	in	my	previous	articles	“Naming	Things	In	CSS
Grid	Layout”	and	“Editorial	Design	Patterns	With	CSS	Grid	And	Named	Columns”.Layering	Items	When	Using	grid-template-areasOnly	one	name	can	occupy	each	cell	when	using	grid-template-areas,	however,	you	can	still	add	additional	items	to	the	grid	after	doing	your	main	layout	in	this	way.	You	can	use	the	line	numbers	as	usual.In	the	below
CodePen	example,	I	have	added	an	additional	item	and	positioned	it	using	line-based	positioning	over	the	items	already	positioned:See	the	Pen	Placing	an	item	with	line	numbers	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.See	the	Pen	Placing	an	item	with	line	numbers	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.You	can	also	use	lines
names	defined	when	creating	your	usual	columns	or	rows.	Even	better,	you’ll	have	some	line	names	created	by	the	formation	of	the	areas.	We’ve	already	seen	how	you	can	get	four	line	names	with	the	name	of	the	area.	You	also	get	a	line	on	the	start	edge	of	each	area	with	-start	appended	to	the	name	of	the	area,	and	a	line	at	the	end	edge	of	each
area	with	-end	appended.Therefore,	the	area	named	one	has	start	edge	lines	named	one-start	and	end	edge	lines	named	one-end.You	can	then	use	these	implicit	line	names	to	place	an	item	on	the	grid.	This	can	be	useful	if	you	are	redefining	the	grid	at	different	breakpoints	as	long	as	you	always	want	the	placed	item	to	come	after	a	certain	line
name.See	the	Pen	Placing	an	item	with	implicit	line	names	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.See	the	Pen	Placing	an	item	with	implicit	line	names	by	Rachel	Andrew	(@rachelandrew)	on	CodePen.Using	Grid	Template	Areas	In	Responsive	DesignI	often	work	with	building	up	components	in	a	component	library	and	I	find	that	using	grid-
template-areas	can	be	helpful	in	terms	of	being	able	to	see	exactly	what	a	component	will	look	like	from	the	CSS.	It	is	also	very	straightforward	to	redefine	the	component	at	different	breakpoints	by	redefining	the	value	of	grid-template-areas	sometimes	in	addition	to	changing	the	number	of	available	column	tracks.In	the	CSS	below,	I	have	defined	a
single	column	layout	for	my	component.	Next,	at	a	minimum	width	of	600px,	I	redefine	the	number	of	columns	and	also	the	value	of	grid-template-areas	in	order	to	create	a	layout	with	two	columns.	The	nice	thing	about	this	approach	is	that	anyone	looking	at	this	CSS	can	see	how	the	layout	works!.wrapper	{	background-color:	#fff;	padding:	1em;
display:	grid;	gap:	20px;	grid-template-areas:	"hd"	"bd"	"sd"	"ft";	}	@media	(min-width:	600px)	{	.wrapper	{	grid-template-columns:	3fr	1fr;	grid-template-areas:	"hd	hd"	"bd	sd"	"ft	ft";	}	}	header	{	grid-area:	hd;	}	article	{grid-area:	bd;	}	aside	{	grid-area:	sd;	}	footer	{	grid-area:	ft;	}	AccessibilityYou	need	to	be	aware	when	using	this	method	that	it	is
very	easy	to	move	things	around	and	cause	the	problem	of	disconnecting	the	visual	display	from	the	underlying	source	order.	Anyone	tabbing	around	the	site,	or	who	is	watching	the	screen	while	having	the	content	spoken,	will	be	using	the	order	that	things	are	in	the	source.	By	moving	the	display	from	that	order,	you	could	create	a	very	confusing,
disconnected	experience.	Don’t	use	this	method	to	move	things	around	without	also	ensuring	that	the	source	is	in	a	sensible	order	and	matching	the	visual	experience.That’s	the	lowdown	on	using	the	grid-template-area	and	grid-area	properties	to	create	layouts.	If	you	haven’t	used	this	layout	method	before,	give	it	a	try.	I	find	that	it	is	a	lovely	way	to
experiment	with	layouts	and	often	use	it	when	prototyping	a	layout	—	even	if	for	one	reason	or	another	we	will	ultimately	use	a	different	method	for	the	production	version.CSS	is	designed	to	keep	your	content	readable.	Let’s	explore	situations	in	which	you	might	encounter	overflow	in	your	web	designs	and	how	CSS	has	evolved	to	create	better	ways
to	manage	and	design	around	unknown	amounts	of	content.	Read	a	related	article	→	(il)
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